
                  International Journal of Scientific Engineering and Technology                                         (ISSN : 2277-1581) 

                  Volume No.3 Issue No.6, pp : 765-766                                                                                                                1 June 2014 

 

IJSET@2014 Page 765 
 

Clone Removal V/S Clone Avoidance 

Ritu Garg, Rajesh Bhatia 

 

Deenbandhu Chhotu Ram University of Science and Technology, Murthal 

Punjab Engineering College University of Technology,Chandigarh 

Ritugarg.engg@gmail.com, rbhatiapatiala@gmail.com
 

Abstract -- Cloning occurs in software when there is 

redundancy in it in form of any similarity. So, the clones need 

to be removed or it can be avoided from the software in order 

to mitigate the negative impacts of clones. In this paper we 

have studied the various factors that affect the decision of 

avoidance or removal of clones for handling them.  
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I. Introduction  

The clones [1] can occur as the redundant component in form of 

fragments in the software.During the software development 

process there is a high probability of cloning due to time, budget 

constraints or programmer limitations [2, 11]. Mainly two types 

of clones exist during software development life cycle [14]:- 

1. Code clones [3]  2. Model clones [4] 

The code clones are the redundant component that exists in the 

implementation phase during coding the software. This stage 

occurs after designing phase. There are four types of code clones 

– exact code clone, renamed or modified code clone, near miss 

code clones and semanticcode clones [1]. 

Similarly the model clones are the redundant component that 

exists in the design phase during the software designing after 

feasibility study and before implementation phase. Similar to 

code clones these can also be divided in four categories- exact 

model clone, renamed or modified model clone, near miss model 

clones and semanticmodel clones [5]. 

These clones if present in the software can lead to update 

anomalies [6, 7] and change at one place needs to be changed at 

all the other duplicate components. Due to this, cloning can 

increase the cost and time [7, 12] associated with the software 

under construction as the risk involved with the 

softwareincreases. In order to decrease the impacts of cloning, 

the clones need to be identified and removed [13] but it is not 

always possible that we can remove these clones. So, they can be 

avoided to mitigate its effects. The detection process must be 

followed by either avoidance or removal of clones. 

Figure 1: Different phases in clone handling 

 

2. Selection Technique 

The selection of clone avoidance or removal depends on the 

following factors:- 

Nature of software :- A software with many reusable 

components allow more reusing and less cloning so the clones 

can be avoided easily in this case while the software with less 

reusable components allows less reusing and more cloning so, 

the clones should be removed. Thus, the amount of reusing in 

the software determines the clone avoidance or clone removal 

process. 

A. Independent component: - Between two dependent 

systems during the clone detection phase the clones are 

represented in form of clone pairs. These clone pairs are 

analyzed if they can exist as an independent component that is 

any type of internal dependence to and fro from the component 

is prohibited. If the fragment represented in form of clone pairs 

has high cohesion and is in less coupling with other components 

of the software then only it can exist as an independent 

component. If clone pair can be represented in form of 

independent component then clones must be removed otherwise 

the clone should be avoided. 

 

B. Cost/Profit Metric: - This metric is based on the 

assumptions where cost represents the money which will be 

involved in removing the clones from the software while the 

profit represents the benefits that will be provided on removing 

of these clones. The value of profit parameter can be decided on 

basis of current software between which the clones have been 

detected while the value of cost parameter can be provided by 

the previous similar software where such similar type of clone 

pairs have been removed. 

 

If the value of cost/profit metric is positive so the cost for 

removals of these clone pairs would be more than the profit that 

can be achieved by removing them. Therefore the clones must be 

avoided to develop or maintain the software within strict cost 

and time schedule. If the value of cost/profit metric is negative 

so the cost for removals of these clone pairs would be less than 

the profit that can be achieved by removing them. Therefore the 

clones must be removed to develop or maintain the software 

within strict cost and time schedule. Here removal would be 

beneficial for the software development life cycle. 

 

Using all these three metrics, we can differentiate between the 

clones that should be removed from the software. 
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3. Results (How clones can be removedbetween dependent 

systems using independent component approach) 

 

The clone pairs in form of independent component can be 

removed from the software’s and put into the library as a library 

candidate so that it can be reused by current software 

 

 
Figure 2: Software’s design before clone removal process 

and for the future use. So, in current software from which clone 

pairs were detected reuses that library candidate in all 

occurrences. It includes both original occurrences and all 

duplicate occurrences. It must be carefully determined that the 

size of independent component should be large enough 

otherwise making every very small component and then reusing 

could increase the effort, time and cost of the software which is 

not desirable. 

 

 
Figure 3: Software’s design after clone removal process 

 

4. Conclusions 

 

In this paper we have identified the clones that should be kept in 

the software by avoiding them. Also it has identified the clones 

that should be deleted from the software by removing them. It is 

also studied how these clones can be removed and why there is a 

need for avoidance or removal arises.  
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